George Suarez

CSE 460

Homework 3

1. The aging algorithm with a = 1/2 is being used to predict run times. The previous four runs, from oldest to most recent are 40, 20, 40, and 15 msec. What is the next run time?

(((40 + 20) / 2 + 40) / 2 + 15) / 2

= ((30 + 40) / 2 + 15) /2

= (35 + 15) / 2 = **25**

1. Measurement of a certain system have shown that the average process runs for a time T before blocking on I/O. A process switch requires a time S, which is effectively wasted ( overhead ). For round robin scheduling with quantum Q, give a formula for the CPU efficiency for each of the following.
2. Q = infinity
3. Q > T
4. S < Q < T
5. Q = S
6. Q nearly 0

Evaluate the efficiency when S = 1, Q = 5, and T = 20.

1. T / (T + S) = 20 / (20 + 1) = 20 / 21 = **.95 => 95%**
2. T / (T + S)) = 20 / (20 + 1) = 20 / 21 = **.95 => 95%**
3. T / (T + (ST / Q)) = 20 / (20 + (1 \* 20 / 25)) = 20 / (20 + .8) = **.96 => 96%**
4. Q / (Q + Q) = 5 / (5 + 5) = 5 / 10 = **.50 => 50%**
5. Efficiency goes to zero as Q goes to 0.
6. Write a multithreaded program using SDL threads or POSIX threads. The program uses a number of threads to multiply two matrices. The multiplication of an M X L matrix A and an L X N matrix B gives an M X N matrix C, and is given by the formula,

![http://cse.csusb.edu/tongyu/courses/cs460/images/matmul.png](data:image/png;base64,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)

Basically, each element Cij is the dot product of the i-th row vector of A with the j-th column vector of B. The program uses one thread to calculate a dot product. Therefore, it totally needs M x N threads to calculate all the elements of matrix C.

*sdl\_matrix.cpp:*

#include <SDL2/SDL.h>

#include <SDL2/SDL\_thread.h>

#include <vector>

#include <ctime>

#include <iostream>

using namespace std;

int matrixA[3][2] = {{5, 4}, {2,6}, {9, 2}};

int matrixB[2][3] = {{5,6,2}, {4, 2, 8}};

int matrixC[3][3] = {{0, 0, 0},{0, 0, 0},{0, 0, 0}};

int dotProduct(void \*data)

{

char \*threadname = (char \*)data;

for (int row = 0; row < 3; row++)

{

for (int col = 0; col < 3; col++)

{

for (int product = 0; product < 2; product++)

{

matrixC[row][col] += matrixA[row][product] \* matrixB[product][col];

}

}

}

return 0;

}

void printMatrixA(int matrix[][2])

{

cout << "Matrix A: " << endl;

for (int row = 0; row < 3; row++)

{

for (int col = 0; col < 2; col++)

{

cout << matrixA[row][col] << " ";

}

cout << endl;

}

cout << endl;

}

void printMatrixB(int m[][3])

{

cout << "Matrix B: " << endl;

for (int row = 0; row < 2; row++)

{

for (int col = 0; col < 3; col++)

{

cout << matrixB[row][col] << " ";

}

cout << endl;

}

cout << endl;

}

void printMatrixC(int m[][3])

{

cout << "Matrix C: " << endl;

for (int row = 0; row < 3; row++)

{

for (int col = 0; col < 3; col++)

{

cout << matrixC[row][col] << " ";

}

cout << endl;

}

cout << endl;

}

int main()

{

SDL\_Thread \*sumThread = SDL\_CreateThread(dotProduct, "Sum Thread", (void \*)"Dot Product Thread");

if (sumThread == NULL)

{

cout << "SDL\_CreateThread failed: \n" << SDL\_GetError() << endl;

}

else

{

int returnValue;

SDL\_WaitThread(sumThread, &returnValue);

printMatrixA(matrixA);

printMatrixB(matrixB);

cout << "Equals to ";

printMatrixC(matrixC);

cout << endl;

}

return 0;

}

*Output:*

**georgesuarez at MacBook-Pro in ~/University/CSE-460/Homework/Homework 3 on master\***

**$** ./sdl\_matrix

Matrix A:

5 4

2 6

9 2

Matrix B:

5 6 2

4 2 8

Equals to Matrix C:

41 38 42

34 24 52

53 58 34

1. *Sdl\_reader\_writer.cpp:*

#include <SDL2/SDL.h>

#include <SDL2/SDL\_thread.h>

#include <stdio.h>

#include <stdlib.h>

#include <math.h>

#include <signal.h>

#include <unistd.h>

#include <iostream>

#include <fstream>

using namespace std;

SDL\_bool condition = SDL\_FALSE;

SDL\_mutex \*mutex1;

SDL\_cond \*readerQueue; //condition variable

SDL\_cond \*writerQueue; //condition variable

int readerCount = 0;

int writerCount = 0;

bool quit = false;

string fileName = "counter.txt";

int reader(void \*data)

{

while (!quit)

{

SDL\_Delay(rand() % 3000);

SDL\_LockMutex(mutex1);

while (!(writerCount == 0))

SDL\_CondWait(readerQueue, mutex1);

readerCount++;

SDL\_UnlockMutex(mutex1);

//read

int count = -1;

ifstream inFile;

inFile.open(fileName.c\_str());

if (inFile.good())

{

inFile >> count;

inFile.close();

}

SDL\_LockMutex(mutex1);

printf("\nThis is %s thread: %d\n", (char \*)data, count);

printf("Counter value: %d\n", count);

if (--readerCount == 0)

SDL\_CondSignal(writerQueue);

SDL\_UnlockMutex(mutex1);

}

}

int writer(void \*data)

{

while (!quit)

{

SDL\_Delay(rand() % 3000);

SDL\_LockMutex(mutex1);

while (!((readerCount == 0) && (writerCount == 0)))

SDL\_CondWait(writerQueue, mutex1);

writerCount++;

SDL\_UnlockMutex(mutex1);

int count = -1;

ifstream inFile;

inFile.open(fileName.c\_str());

if (inFile.good())

{

inFile >> count;

inFile.close();

}

ofstream outFile;

outFile.open(fileName.c\_str());

if (outFile.good())

{

outFile << count;

outFile.close();

}

SDL\_LockMutex(mutex1);

writerCount--; //only one writer at one time

count++;

printf("\nThis is %s thread: %d\n", (char \*)data, count);

printf("Counter value: %d\n", count);

SDL\_CondSignal(writerQueue);

SDL\_CondBroadcast(readerQueue);

SDL\_UnlockMutex(mutex1);

}

}

int main()

{

SDL\_Thread \*idr[20], \*idw[3]; //thread identifiers

char readerNames[20][10];

char writerNames[3][10];

for (int i = 0; i < 20; i++)

{

cout << readerNames[i] << "Reader: " << i + 1 << endl;

idr[i] = SDL\_CreateThread(reader, "Reader Thread", readerNames[i]);

}

for (int i = 0; i < 3; i++)

{

cout << writerNames[i] << "Writer: " << i + 1 << endl;

idw[i] = SDL\_CreateThread(writer, "Writer Thread", writerNames[i]);

}

readerQueue = SDL\_CreateCond();

writerQueue = SDL\_CreateCond();

for (int i = 0; i < 20; i++)

{

SDL\_WaitThread(idr[i], NULL);

}

for (int i = 0; i < 3; i++)

{

SDL\_WaitThread(idw[i], NULL);

}

SDL\_DestroyCond(readerQueue);

SDL\_DestroyCond(writerQueue);

SDL\_DestroyMutex(mutex1);

return 0;

}

*Output:*

**georgesuarez at MacBook-Pro in ~/University/CSE-460/Homework/Homework 3 on master\***

**$** ./sdl\_readers\_writers

Reader: 1

Reader: 2

Reader: 3

Reader: 4

Reader: 5

Reader: 6

Reader: 7

Reader: 8

Reader: 9

Reader: 10

Reader: 11

Reader: 12

Reader: 13

Reader: 14

Reader: 15

Reader: 16

Reader: 17

Reader: 18

Reader: 19

Reader: 20

Writer: 1

Writer: 2

Writer: 3

This is thread: 0

Counter value: 0

This is thread: -1

Counter value: -1

This is thread: 0

Counter value: 0

This is thread: -1

Counter value: -1

This is thread: -1

Counter value: -1

This is thread: -1

Counter value: -1

This is thread: -1

Counter value: -1

This is thread: -1

Counter value: -1

This is thread: -1

Counter value: -1

This is thread: -1

Counter value: -1

This is thread: -1

Counter value: -1

This is thread: -1

Counter value: -1

This is thread: 0

Counter value: 0

This is thread: -1

Counter value: -1

This is thread: -1

Counter value: -1

This is thread: 0

Counter value: 0